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ABSTRACT

Code smells are poor code structures that might harm the soft-
ware quality and evolution. However, previous studies has shown
that only individual occurrences of smells may not be enough to
assess the real impact that these smells can bring on systems. In
this context, the co-occurrences of code smells, i.e., occurrences of
more than one code smell in the same class or same method, can be
better indicators of design problems for software quality. Despite
its importance as an indicator of design problems, we have little
known about the impact of removing the co-occurrence of smells
via software refactoring on internal quality attributes, such as cou-
pling, cohesion, complexity, and inheritance. It is even less clear on
what is the developers’ perspective on the co-occurrences removal.
We aim at addressing this gap through a qualitative study with 14
developers. To this end, we analyze the refactorings employed by
developers during the removal of 60 code smells co-occurrences,
during 3 months in 5 closed-source projects. We observe (i) impact
of code smells co-occurrences on internal quality attributes, (ii)
which are the most harmful co-occurrences from the developers’
perspective, (iii) developers’ perceptions during the removal of code
smells co-occurrence via refactoring activities; and (iv) what are the
main difficulties faced by developers during the removal of code
smells co-occurrences in practice. Our findings indicate that: (i) the
refactoring of some types of code smells co-occurrences (e.g., Dis-
persed Coupling-God Class) indicated improvement for the quality
attributes; (ii) refactoring code smells co-occurrences according to
the developers is difficult mainly due to the understanding of the
code and complexity refactoring methods; and (iii) developers still
have insecurities regarding the identification and refactoring of
code smells and their co-occurrences.
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1 INTRODUCTION

Throughout its evolution, the software systematically undergoes
changes that can lead to the deterioration of its quality structure [16,
42, 44, 45]. In this context, the concept of code smells arises, which
are anomalous code structures that represent symptoms that affect
the maintainability of systems at different levels, such as classes
and methods [14, 20]. However, these anomalies are considered
weaknesses in the software design that can delay development or
increase the threat of failure or errors in the future [14]. In some
cases, code smells are introduced into the source code through poor
implementation choices caused several times by the developers’
rush to deliver the functionality of a system [1].

Some works have evaluated the individual occurrences of code
smells and the relationships between these smells and their impact
on the software quality [13, 24, 28, 34, 51]. Despite the large number
of studies that investigate the effects of individual occurrences of
code smells [35], few studies investigate the effects of code smells
co-occurrences [24]. This is an important topic, because the removal
of co-occurrence can have a greater impact on code quality than
removing individual occurrences of code smells [13, 24, 50].

Another gap pointed out by literature reviews [16, 17] is that
most studies that investigate the effects of code smells and their co-
occurrences use open-source systems and that few studies consider
industrial systems [2]. Besides, the reviews point out that more
empirical studies are needed in the area of code smells refactoring
that take into account the developers’ perception about the removal
of these anomalies in the code [9, 17, 32].

This paper addresses the aforementioned limitations through a
qualitative and slightly controlled study that aims to investigate
the impact of code smells co-occurrences removal on four internal
quality attributes — cohesion, coupling, complexity, and inheritance.
To this end, we analyzed data from five closed-source software
systems. We identify the code smells co-occurrences that are most
harmful to the internal quality attributes under the developers’
perspective. Moreover, we analyze the developers’ perception on
the removal of code smells co-occurrences via refactoring activities.
Such perception was capture using the diary technique [15], in
which the developers documenting their perception during the
removal of each code smell co-occurrence. Finally, we analyze the
main difficulties faced by developers during the co-occurrences
removal. We summarize our study findings as follows.

(1) The removal of Dispersed Coupling—God Class and God Class—
Long Method co-occurrences improved all internal quality
attributes;
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(2) Developers should remove and avoid introducing the follow-
ing co-occurrences into the code: Dispersed Coupling—God
Class, Feature Envy—God Class and God Class—-Long Method,

(3) One of the main difficulties for developers is to understand
the code that contains the code smells co-occurrences; and

(4) Developers still have insecurities in the identification and
removal of code smells co-occurrences.

2 BACKGROUND
2.1 Code Smells

Code smells are poor code structural that might indicate design
problems that harm the software maintenance and evolution [30].
The code smells may indicate design problems at multiple levels
of granularities, i.e., they can indicate design problems at method
and class levels. Long method is an example of a code smell that
may indicate a design problem at the method level since that smell
represents long and complex methods. On the other hand, God
Class is a code smell that can indicate problems at the class level, by
representing classes that are complex and difficult to modify [14].

Software developers often rely on code smells as indicators of
code quality [14, 37, 42, 45]. For instance, developers have often used
tools like Stack Overflow to ask about code smells, anti-patterns
and even to identify these anomalies in their own source code [39].
There are several tools for detecting code smells [12]. In this study,
we rely on the JSpIRIT [46] and JDeodorant [41] tools to detect
different types of code smells at the method and class level. Such
tools have been used by several studies in the literature [24, 25, 43].
Table 1 presents the code smells considered in this study. The first
column names the code smells. The remainder columns present: a
short description, and the tools used to detect them.

Table 1: Code smells detected in this study

Code Smells Description Tool
Feature Envy Method “envying” other classes’ features [14] JSpIRIT
God Class Too many software features into a class. It tend to be ~ JDeodorant
very large and hard to read and understand [14]

Dispersed Coupling ~ Method that calls too many methods [14] JSpIRIT
Intensive Coupling Method that depends too much from a few others [14] ~ JSpIRIT
Shotgun Surgery Method whose changes affect many methods [14] JSpIRIT
Long Method Too long and complex method [14] JDeodorant

2.2 Code Smell Co-occurrences

Code smells co-occurrences occur when there are relationships
and dependencies between two or more code smells [33, 51]. For
instance, the same class that is God Class and also has a Dupli-
cated Code [33]. Previous studies have used the code smells co-
occurrences to provide a better understanding of the impact that
code smells interactions can cause on software quality [20, 28, 51].
For instance, Yamashita et al. [51] observed that code smells inter-
actions in the same file (collocated smells) and that interactions in
coupled files (coupled smells), have shown problems with mainte-
nance activities and software quality. On the other hand, Oizumi
et al. [28] investigated how the relationships between code smells
can support developers in locating problems in the software de-
sign. The authors propose a strategy for code smells co-occurrence
groups called code smells agglomerations.

The code smells co-occurrences can be occur at class and method
levels [31]. At the method level, a co-occurrence exists when there
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are two or more method code smells in a given method. For instance,
when in the same method there are occurrences of code smells
such as Feature Envy and Long Method. Similarly, a class-level co-
occurrence exists when there are two or more code smells in a
given class. For instance, the occurrence of a God Class together
with another code smells in the same class.

Table 2 shows examples of code smells co-occurrences at the
class and method levels. In the first example, there is a code smell
co-occurrence (Long Method and God Class), i.e., Class1 which is a
God Class (CG) has Method1 which is Long Method (LM). In the
second example, there is a co-occurrence at the method level in
which the two code smells Long Method and Feature Envy (FE) are
“together” in Method2. This example represents how we identified
the code smells co-occurrences in our study [33].

Table 2: Examples of code smells co-occurrences

Class Method LM FE GC
Class1 method1() X X
Class2 method2() X X

2.3 Internal Quality Attributes

Internal quality attributes are key indicators of code structural qual-
ity [11]. Examples of internal quality attributes include coupling,
cohesion, complexity, and inheritance. Coupling is the degree of
interdependence between modules or classes. High coupling affects
maintainability and reusability, for instance. Cohesion is the degree
to which the internal elements of a module are related to each
other. Low cohesion may lead to high complexity and bug proneness.
Complexity is the measure of the overload of responsibilities and
decisions of a module. It affects the code readability, for instance.
Inheritance represents relationships between superclasses and sub-
classes. Finally, Inheritance enables software reusability, but large
hierarchies may lead to software maintenance problems [5].

Previous studies [3, 11, 23] apply software metrics to capture
specific internal quality attributes. For instance, Mens and Tourwé
[27] apply different software metrics for measuring internal quality
attributes. In our study, we used 13 software metrics of internal
quality attributes (see Table 4) well known in the literature [6, 10, 21,
26]. To collect the metrics we use the Understand tool to measure
all internal quality attributes [5].

3 STUDY SETTINGS

3.1 Goal and Research Questions

We followed the Goal Question Metric template [48] to define our
goal as follows: analyze the removal of code smells co-occurrences;
for the purpose of understating their impact on internal attributes
of software quality; with respect to (i) the most harmful code smell
co-occurrences; (ii) the most harmful from the developer’s perspec-
tive; and (iii) difficulties and perceptions of developers during the
removal of code smell co-occurrences; from the viewpoint of soft-
ware developers; in the context of five closed-source systems. Our
research questions (RQjs) are discussed as follows.

RQ1: Which code smells co-occurrences are most harmful to the
internal quality attributes? - RQ1 aims at understanding which are
the most harmful code smells co-occurrences for internal quality
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attributes. Answer this research question, it is important because
it allows us to know and understand which are the most harmful
co-occurrences for software quality. Thus, by answering RQ1, we
can provide guidance on which co-occurrences should be avoided.

RQ3: Which code smells co-occurrences are considered most harm-
ful from the developer’s perspective? - RQy aims at assessing which
code smells co-occurrences are harmful from the developer’s per-
spective. This research question is important, since previous stud-
ies [23-25, 49] have considered the impact of co-occurrences on
maintainability, without considerate the developer’s perspective.
Thus, by answering RQ», we can understand developers’ percep-
tions about code smells co-occurrences.

RQ3: What are the main difficulties faced by developers during
the removal of code smells co-occurrences in practice? — RQs3 aims
at identifying the main difficulties faced by developers during the
removal of code smells co-occurrences via software refactorings. By
answering RQ3, we can understand what are the main difficulties
and what criteria the developers take into account to explain the
difficulty of removing code smells occurrences.

3.2 Study Steps

This section describes the study steps, in order to support the in-
vestigation of code smells co-occurrences.

Step 1: Selecting closed-source systems for analysis. We
have selected five closed-source systems that are being developed
by our industrial partners. To select the systems, we used the fol-
lowing criteria: (i) the system must be mostly written in the Java
programming language, due to the availability of software metric
and refactoring mining tools; (ii) systems that are already in a pro-
duction environment; and (iii) systems with the most lines of code.
Table 3 presents general data per system. The first column names
the system!. The remainder columns present: system domain; num-
ber of classes; and, number of lines of code (LOC). We collected all
data via Understand tool.

Table 3: General data of the target software systems

System Domain # of classes  # of methods # LOC

S1 Management of Events 78 612 4790
S2 Extension and Research Projects 110 706 6464
S3 Risk Management 106 698 4296
S4 Employee Competency 183 1247 8384
S5 Student Activities 48 250 1910

The S1 aims to allow the management of public and private
events. S2 aims to store and manage extension actions and research
projects developed by university employees. S3 aims to enable risk
management at a university. S4 aims to enable employee compe-
tency management. Finally, S5 aims to facilitate the management of
complementary student activities. All the target systems are web-
based and developed using Spring framework, Thymeleaf, Vue.js,
and Jquery technologies.

Step 2: Detecting code smells co-occurrences. Before de-
tecting the code smells co-occurrences, we identified the individ-
ual occurrences of six types of code smells: Feature Envy, God
Class, Dispersed Coupling, Intensive Coupling, Shotgun Surgery and
Long Method. The code smells were collected using the JDeodor-
ant [18] and JSpIRIT [46] tools. Next, we detected the code smells

!We omitted their names due to intellectual-property constraints.
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co-occurrences in each target system. The types of relationships
used to identify the co-occurrences are described in Section 2.2.
Step 3: Measuring internal quality attributes. Table 4 presents

the 13 software metrics that we used to measure internal quality
attributes [6, 10, 21]. In total we measuremed four quality internal
attributes: cohesion, coupling, complexity, and inheritance. The
first column lists the internal quality attributes. The second col-
umn presents the software metrics related to each internal quality
attribute. Finally, the third column describes each metric.

Table 4: Metrics of the internal quality attributes analyzed
in this work [6, 10, 21, 26]

Attributes  Metric

Cohesion Lack of  Cohe-
sion of Methods
(LCOM?2) [6]
Lack of Cohe-
sion of Methods

Description
Measures cohesion of a class. The higher the value of
this metric, less cohesive is the class.

Number of disjoint components in the graph that repre-
sents each method. The higher the value of this metric,

(LCOMS) [6]

less cohesive is the class.

Coupling

Coupling Between
Objects (CBO) [6]

Coupling Between
Objects  Modified
(CBO Modified) [6]
Fan-in (FANIN) [6]

Fan-out
(FANOUT) [6]

Number of classes that a class is coupled. The higher
the value of this metric, more coupling is the classes
and methods.

Number of other classes coupled to. The higher the
value of this metric, more coupling is the classes and
methods.

Number of other classes that reference a class. The
higher the value of this metric, more coupling is the
classes and methods.

Number of other classes referenced by a class. The
higher the value of this metric, more coupling is the
classes and methods.

Complexity

Weighted Method
Count (WMC) [26]

Sum  Cyclomatic
Complexity

(SCC) [26]

Nesting

(MaxNest) [21]

Essential Complex-
ity (EVG) [26]

Sum of cyclomatic complexity of all nested functions
or methods. The higher the value of this metric , more
complex is the classes and method.

Sum of cyclomatic complexity of all nested methods.
The higher the value of this metric, more complex is
the classes and methods.

Maximum nesting level of control constructs. The
higher the value of this metric, more complex is the
classes and methods.

Measure of the degree to which a module contains un-
structured constructs. The higher the value of this met-
ric, more complex is the classes and methods.

Inheritance

Number Of Chil-
dren (NOC) [6]

Depth of Inheri-
tance Tree (DIT) [6]

Bases Classes
(IFANIN) [10]

Number of subclasses of a class. The higher the value
of this metric greater is the degree of inheritance of a
system.

The number of levels that a subclass inherits from meth-
ods and attributes of a superclass in the inheritance tree.
The higher the value of this metric greater is the degree
of inheritance of a system.

Immediate number of base classes. The higher the value
of this metric greater is the degree of inheritance of a
system.

To compute each metric, we used a non-commercial license of the
Understand tool. We selected theses metrics because they enable
us to assess different properties of each attribute [4, 6], such as
LOC and CBO that measures the size and coupling, respectively.
Therefore, these code metrics can reveal the quality of the target
system before and after the code smells co-occurrences removal in
terms of internal quality attributes.

Step 4: Performing the removal of co-occurrences of code
smells with software developers. This step aims to conduct the
removal of co-occurrences of code smells identified in Step 2. For
this purpose, we have recruited developers who contribute to the
development of each selected software system to participate as
subjects in the study. Thus, we sent a Characterization Form for
each developer. This form aimed to characterize the developer
regarding education, experience with software development, and
their projects. Their answers were analyzed to determine which of
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them were eligible to participate in the study. Table 5 summarizes
the characteristics of each developer selected for the experiment.
All the developers are from the same company, but not everyone
was aware of all systems; 3 had prior knowledge of S1, 4 of S2, 4 of
S3, 2 of S4, and 2 of S5. The company released the developers as a
regular part of the job.

Table 5: Characterization of developers

D Experience Education Quality Code o
in years Level Metrics Smells

P1 3 years Graduate Degree Basic Basic Intermediary
P2 6 years Graduate Degree Basic Basic Intermediary
P3 4 years Graduate Degree Advanced Advanced Advanced
P4 2 years Graduate Degree Intermediary Intermediary Advanced

P5 4 years Master Degree Basic Intermediary ~ Advanced

P6 4 years Graduate Degree Basic Basic Intermediary
P7 2years Graduate Degree Intermediary Intermediary Intermediary
P8 2 years Graduate Degree Basic Basic Intermediary
P9 2years Graduate Degree Intermediary Intermediary Advanced
P10 3 years Graduate Degree Basic Basic Intermediary
P11 3 years Graduate Degree Basic Basic Intermediary
P12 5years Graduate Degree Intermediary Intermediary Advanced
P13 8 years Master Degree Advanced Advanced Advanced
P14 4 years Graduate Degree Basic Basic Intermediary

After selected the developers we asked them to perform the
removal of code smells co-occurrences (both method and class
levels) in their systems thought manual software refactoring. We
explain in more detail the experimental procedure used to remove
the code smells co-occurrences in Section 3.3.

Step 5: Documenting the developer’s perspective during
the removal of code smell co-occurrences. We rely on the diary
technique for document the developers’ perception concerning the
removal of code smell co-occurrences during the refactoring appli-
cations. The diary technique consists of a data collection method in
which participants record in a form, their daily activities about any
event that has affected them positively or negatively. This technique
is a way to understand the participant’s behavior, minimizing the
influence of researchers [15]. In this study, the developers used the
diary technique during the removal of code smell co-occurrences
to record the answers to the following questions: (1) I am currently
working on refactoring which co-occurrence?; (2) What are my main
difficulties in removal this co-occurrence?; (3) What is the most harm-
ful co-occurrence that I am removing?; (4) Why did I choose this
co-occurrence as the most harmful?; and (5) What refactoring opera-
tions am I using to remove co-occurrences?. Thus, by using the diary
technique we can capture the perception of the developers at the
time of removal of code smell co-occurrences.

Step 6: Analyzing the removal of code smell co-occurrences
and the developers’ perception. After the removal of code smell
co-occurrences, we performed new measurements of the internal
quality attributes. Our goal was to verify if the system quality
improved or worsened after the removal of co-occurrences via
refactoring. To this end, we used the same strategy of Tarwani and
Chug [40], in which the sum of the metrics of each internal quality
attribute is used. Therefore, if the value of the sum of the metrics
of a given internal quality attribute increases, it means that this
attribute has worsened. We measured and calculated the value of
each metric in each class before and after the refactoring commits
related to the complete removal of a given code smell co-occurrence.

For instance, we used two metrics to calculate the cohesion (see
Table 2.3), we measured and calculated the sum of the value of each
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metric of this attribute in the class that contained the co-occurrence
before the removal and after the removal of the co-occurrence. Next,
we analyzed three possible scenarios: (1) If the value of the two
metrics has decreased, then cohesion has increased/improved; (2)
If the value of the two metrics has increased, then the cohesion
has decreased/worsened; and (3) If there was no change in the
value of the metrics, then the cohesion remained unaffected. In
summary, we used this approach to all other metrics and internal
quality attributes. More details on the detection of code smell co-
occurrences and measuring systems before and after removing code
smells co-occurrences are found in our research website?.

Finally, we analyzed the responses of developers. To this end,
we rely on Grounded Theory procedures [38]. More specifically,
we used the open and axial coding procedures to analyze the types
of occurrences considered most harmful, and the main difficulties
faced by developers throughout the refactoring process.

3.3 Experimental Procedures

The study was composed by a set of four activities.

Activity 1: Training session. We conducted a training session
with all participants about essential concepts for the study, such as
code smells and their co-occurrences, internal quality attributes, and
refactoring operations. We also trained the participants about how
to identify the code smells co-occurrences. We spent four hours. We
presented a set of practical examples that illustrate refactoring oper-
ations that could be applied in each co-occurrence presented in the
first part of the training. Next, we provide a set of toy examples for
developers to apply refactoring methods to remove code smells. We
also explained to the developers how the diary technique worked
so that they could use this technique during the refactorings of each
code smell co-occurrence. We decided to provide a training session
to level up their knowledge about the main concepts regarding
our study. Thus, we tried to reduce the bias by focusing on main
concepts and presenting theoretical and practical examples.

Activity 2: Removal of co-occurrences of code smells via
manual refactoring. We asked developers to perform the removal
of the complete code smells co-occurrences, i.e., the two code smells
that characterize the co-occurrence, in both at the method and
class level thought manual software refactoring. To support the
removal of code smells co-occurrences, we provided participants a
list that summarized the name of methods or classes in which the
co-occurrences of code smells were identified from Step 2.

Additionally, for each code smell co-occurrence, we created is-
sues on Github related to refactoring activities. Each issue contained
information about the class and the method affected by a code smell.
Thus, the developers were free to choose issues, and which code
smell co-occurrences to refactor. We conducted weekly meetings to
check the progress of the activities and if the developers founded
any type of difficulty or obstacle in the refactoring process. Despite
the freedom of developers to choose issues, we were concerned
about the bias of the choice of developers, and in training, they were
asked to choose different types of co-occurrences to remove. We
instructed developers to make it clear which commits were related
to a refactoring activity. Thus, each commit has tagged to with the
label representing the name of the code smell co-occurrence to be

Zhttps://julioserafim.github.io/SBES2021/
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refactored. Additionally, separate branches were created for each
of the refactoring activities.

Activity 3: Perception documentation along the removal
of code smells co-occurrences. During the entire process of re-
moval co-occurrences via refactoring, developers were instructed
to document their perceptions using the diary technique [15]. Thus,
each developer documented which co-occurrence he was working
on at the time, which co-occurrence was considered to be the most
harmful during removal, and the reason for this choice. In addition,
the developers explained the main difficulties related to the removal
of co-occurrence.

Activity 4: Validation of complete removal of code smells
co-occurrences. We analyzed the commits to verify if the code
smells co-occurrences were completely removed by the develop-
ers. Two researchers carried out the analysis and review of the
results until reaching a consensus. We also analyzed: (1) the im-
pact of code smells co-occurrence removal on the internal quality
attributes (cohesion, coupling, inheritance, and complexity); (2) the
number of days which developers spent on each issue removing
co-occurrences; and (3) the number of commits it took for the de-
veloper to refactor the code smells co-occurrences. The analysis of
the projects was performed project-by-project, starting with the
S1 system and finish with the S5 system. The entire removal of
code smells co-occurrences via refactoring for all target systems
took three months and involved 14 developers. Our analysis took
2 months to completed. Table 6 shows the number of code smells
co-occurrences, the number of refactoring commits and the number
of total commits.

Table 6: Number of refactoring commits and number of co-
occurrences removed

# refactoring # total of
System # co-occurrences

commits commits
S1 16 92 1597
S2 30 132 1056
S3 12 70 1196
S4 20 106 2471
S5 4 20 111

4 RESULTS AND DISCUSSION

4.1 Co-occurrences of Code Smells that are
more harmful to quality attributes (RQ;)

We address RQ; by analyzing the impact of code smell co-occurrences
removal on four internal quality attributes: coupling, cohesion, com-
plexity, and inheritance. The removal of co-occurrences was per-
formed via refactorings employed by 14 developers. Table 7 shows
the impact of code smell co-occurrences removal for the internal
quality attributes considering all target systems. The first column
represents the co-occurrence. The remainder columns present the
impact of code smell co-occurrences removal for cohesion, complex-
ity, coupling, and inheritance, respectively. The T symbol indicates
an increase in the value of the attribute after the co-occurrences re-
moval, the | symbol indicates a decrease in the value of the attribute
after the co-occurrences removal, and the — symbol indicates that
the value of the attribute remained unaffected.

We emphasize that if the cohesion increases (by decreasing the
values of the metrics LCOM2 and LCOM3)), it means that this
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attribute has been improved because of the greater the cohesion of a
class or method the better the system quality. Conversely, attributes
such as complexity and coupling should be kept as small as possible
to indicate an improved code quality. In fact, a high complexity may
indicates a code more difficult to understand and a high coupling
may indicate a code more difficult to modify. Thus, for these two
attributes, their decreases mean an increase in quality. Finally, an
increase in the inheritance attribute can mean greater reusability
in the code and, consequently, a better quality. However, care must
be taken as excessive inheritance can lead to heavy coupling and
be detrimental to the software [14].

Co-occurrences that were removed and improved all in-
ternal quality attributes. Results of Table 7 reveal some interest-
ing observations. The removal of Dispersed Coupling—God Class and
God Class—Long Method improved all internal quality attributes.
More specifically, the removal of Dispersed Coupling—God Class in-
creased the cohesion by 3.16%, decreased the complexity by 24.59%,
and increased the inheritance by 3.57%. These observations indi-
cate that the removal of these co-occurrences brings a significant
improvement of system quality or that the presence of these co-
occurrences indicates a degradation of the system quality. Thus, we
believe that it is worthwhile for developers, quality analysts, man-
agers, and other professionals to focus on removing these specific
co-occurrences to improve the quality of the systems.

Finding 1: The removal of Dispersed Coupling-God Class
and God Class-Long Method has improved all internal qual-
ity attributes, this suggests that the presence of these co-
occurrences are harmful to the system quality.

Co-occurrences that were removed and improved at least
three internal quality attributes. Backing to Table 7, we can
observed that the removal of some co-occurrences, such as Fea-
ture Envy-God Class, and God Class—Shotgun Surgery improved the
cohesion, complexity e coupling attributes. With exception of inher-
itance attribute that has remained unaffected. More specifically, the
removal of Feature Envy-God Class caused an increase of 10.51%
in cohesion, a decrease of 30.98 % in complexity and a decrease of
21.52% in coupling. On the other hand, the removal of God Class-
Shotgun Surgery increased cohesion by 2.59%, decreased by 27.61%
complexity and decreased by 19.14% the coupling. Finally, the re-
moval of Dispersed Coupling-Long Method resulted in decreased of
complexity in 9.62%, coupling in 15.48%, and increased the inheri-
tance in 5.56% and worsened the cohesion attribute in 30.80%.

Finding 2: The removal of Feature Envy-God Class and God
Class-Shotgun Surgery has improved three internal quality
attributes. This also indicates that these co-occurrences need
more attention from developers.

Co-occurrences that were removed and improved only one,
and at least two internal quality attributes. The removal of In-
tensive Coupling-Long Method worsened the cohesion in 19.90%,
and complexity in 12.63%, however, the coupling decreased 6.81%.
On the other hand, the removal of Feature Envy-Intensive Coupling
resulted in a decrease for the coupling in 2.59% and has not signifi-
cantly changed any other attributes. Additionally, the removal of
the co-occurrence Feature Envy-Long Method was the only one that
did not improve any internal quality attribute, since it resulted in
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Table 7: The impact of code smell co-occurrences removal for internal quality attributes.

Co-occurrence Cohesion Complexity Coupling Inheritance
Feature Envy-God Class 110.51% 130.98% 121.52% -

God Class—Shotgun Surgery 12.59% 127.61% 119.14% -

Dispersed Coupling—God Class 13.16% 124.59% 120.00% 13.57%
Feature Envy-Long Method 116.17% 12.95% T4.99% -

Intensive Coupling—Long Method | |19.90% T12.63% 16.81% =

Dispersed Coupling—Long Method  |30.80% 19.62% 115.48% 15.56%
Dispersed Coupling—Feature Envy = |39.76% 122.12% 113.50% -

Feature Envy-Intensive Coupling - - 12.59% -

God Class-Long Method 119.97% 141.59% 133.98% 1 11.00%

the worsening of the cohesion in 16.17%, the complexity at 2.95%
and coupling increased by 4.99%. Finally, the removal of Dispersed
Coupling-Feature Envy has improved 2 attributes: decreased the
complexity in 22.12% and coupling in 13.50%. However, but it
worsened the cohesion in 39.76%.

Finding 3: The removal of Feature Envy-Long Method sug-
gests a negative effect on cohesion, complexity and coupling.

Implications of RQ;. Our findings suggests that the follow-
ing co-occurrences Dispersed Coupling-God Class, God Class-Long
Method, Feature Envy-God Class and God Class-Shotgun Surgery are
extremely harmful to the software quality and that their removals
results in an improvement in the internal quality attributes. Such
findings also suggest that the removal of certain co-occurrences
improves the software quality, and thus confirms the observation
of prior studies on the removal of code smell co-occurrences [13,
24, 50]. Additionally, the removal of co-occurrences such as Dis-
persed Coupling-Feature Envy and Intensive Coupling-Long Method
improves certain attributes and worsens others. Thus, project man-

agers and developers can choose to remove or not these co-occurrences

aimed to improve a certain internal quality attribute. Finally, the
removal of Feature Envy-Long Method did not benefit any of the
internal quality attributes, suggesting that the removal of some
co-occurrences might result in a negative effect on quality [25].

4.2 Most Harmful Co-occurrences from the
Developers’ Perspective (RQ;)

We address RQ; by analyzing the commits of refactoring of code
smell co-occurrences, and the developers’ responses that were writ-
ten using the diary technique.

Table 8: The most harmful code smell co-occurrences under
the developers’ perception

Co-occurrences Developer #Developers
Feature Envy-God Class P1,P5P6,P11,P12,P13 6
Dispersed Coupling—God Class  P3,P8,P9,P14,P7 5
God Class—-Long Method P2,P4 P10 3

Table 8 presents the most harmful co-occurrences according to
the developers’ perception. The first column shows the type of
co-occurrences and the second column lists the developers who
considered the co-occurrence as most harmful. Finally, the last
column summarizes the number of developers who considered the
co-occurrence as most harmful.

The most harmful co-occurrences under developers’ per-
ception. Table 8 allows us to observe that the co-occurrences con-
sidered most harmful under the developers’ perception were: Fea-
ture Envy-God Class, mentioned by five developers; Dispersed Cou-
pling—God Class mentioned by four developers; and God Class—Long
Method mentioned by three developers. We can also observe that
the code smell God Class is present in the three co-occurrences
mentioned by the developers. This suggests that a co-occurrence
containing this smell can be considered harmful by developers.
Such observation was mentioned by the developers as follows.

P11: “Feature Envy and God Class are the most harmful, and in my opinion
the God Class smells is most harmful due to the difficulty [in removing them]”

P5: “The class that has the God Class would need many refactorings to
decrease its size considerably.”

Finding 4: The presence of the God Class smell in a co-
occurrence suggests that co-occurrence is more likely to be
considered harmful by software developers.

Although the aforementioned co-occurrences have been con-
sidered to be the most harmful in the developers’ perception, the
removal of these co-occurrences via refactoring had a positive
impact on the internal quality attributes. In fact, in Table 7, we ob-
served that the removal of Dispersed Coupling—God Class, and God
Class—Long Method improved all internal quality attributes, and
the removal of Feature Envy—God Class improved the attributes of
cohesion, complexity and coupling. Such observations suggest that
the presence of these co-occurrences is harmful to quality internal
attributes and developers. Therefore, these co-occurrences must be
removed as possible. Additionally, software developers should be
more attentive not to introduce these co-occurrences during the
development process, since these co-occurrences tend to appear
frequently in software systems [22, 24, 29, 51].

Finding 5: Developers should pay attention to remove and
avoid the introduction of Dispersed Coupling—God Class, Fea-
ture Envy—God Class and God Class—Long Method co-occurrences
during the software development.

Co-occurrences that needed more commits to be removed.
Table 9 overviews the number of days and commits required to
remove each code smell co-occurrence. The first column names the
co-occurrences. The second column shows the number of occur-
rences by type considerate all systems. The third column shows the
total number of commits to remove a type of co-occurrence. The
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Table 9: Information on number of days and commits to remove co-occurrences in the five target systems

Co-occurrence Number of occurrences Total Commits Total Days Average Commits Average Days
Feature Envy-God Class 24 106 50 441 2.08

God Class—Shotgun Surgery 6 12 12 2 2
Dispersed Coupling—God Class 13 84 30 6.46 23
Feature Envy-Long Method 11 50 13 4.54 1.18
Intensive Coupling—Long Method 8 46 25 5.75 3.12
Dispersed Coupling—Long Method 11 69 17 6.27 1.54
Dispersed Coupling—Feature Envy 2 7 2 3.5 1
Feature Envy-Intensive Coupling 1 1 4 1

God Class—Long Method 6 42 12 7 2

fourth column shows the total number of days to remove a type of
co-occurrence. Finally, the fifth and sixth columns show the average
of commits and the average number of days required to remove
one occurrence per type. For instance, the Feature Envy-God Class
co-occurrence had appeared 24 times on the five target systems and
required 106 commits and 30 days to be completely removed and
to remove an instance of this co-occurrence, the developers took
an average of 4.41 commits and 2.18 days.

By looking at Table 9, we can observe that the Feature-Envy-
God Class co-occurrence was the one that had the most commits
for its removal, but also it was the one that had more appear (24)
in the five systems. Thus, we used the average as a measure to
evaluate the number of commits that are required to remove a co-
occurrence. Therefore, the God Class-Long Method co-occurrence
had the highest average with seven commits, i.e., was required an
average of seven commits for removing an instance of God Class-
Long Method and a total of 42 commits were needed to refactor all
six occurrences of this co-occurrence. Other co-occurrences that
had high average commits were Dispersed Coupling-God Class with
an average of 6.46 commits; Dispersed Coupling-Long Method with
an average of 6.27 commits; and Intensive Coupling-Long Method
with an average of 5.75 commits.

Co-occurrences that needed more time to be removal. Sim-
ilar to the number of commits, we analyzed the average days instead
of total days. The co-occurrence with the highest average of days
was Intensive Coupling-Long Method with 3.12 days, i.e., every 3.12
days it was possible to remove one out of eight occurrences of
Intensive Coupling-Long Method. This is an interesting result be-
cause despite this co-occurrence have the highest average number
of days to be removal via refactoring, no developer has mentioned
this co-occurrence as the most harmful. Other co-occurrences that
had high average days were: Dispersed Coupling-God Class with
2.3 days average, Feature Envy-God Class with 2.08 days and God
Class-Long Method with 2 days average. Such results are in line
with the developers’ perception, since these three co-occurrences
were mentioned by the developers as the most harmful.

Finding 6: The Intensive Coupling-Long Method, Dispersed
Coupling-God Class, Feature Envy-God Class and God Class-
Long Method co-occurrences are the ones that take the longest
to be removed by software developers.

Implications of RQ,. Our findings suggest that the presence
of the God Class smell can lead to harmful co-occurrences. Addi-
tionally, developers should prioritize the removal of co-occurrences
such as Dispersed Coupling-God Class, Feature Envy-God Class and

God Class-Long Method. Moreover, if the software development is
at the beginning, it is recommended to avoid the introduction of
these smells as they are harmful, and because they take the longest
to be removed, together with Intensive Coupling-Long Method.

4.3 Main Difficulties Faced by Developers
During the Co-occurrences Removal (RQs)

We address RQ3 by analyzing the developers’ responses that were
written using the diary technique. Thus, from the responses col-
lected, we made a qualitative analysis and four categories were
identified: (1) Difficulty in Understanding the Source Code; (2) Com-
plexity of Methods and Functions; (3) Refactoring Effort; and (4) a
Large Amount of Source Code. Table 10 describes the categories
identified during the analysis of the developers’ responses. The first
column refers to the category and the second column its description.

Table 10: Description of the categories

Category Description
Difficulty in Understanding geters to the difficulty of understanding the source code
y the developer.

the Source Code

It is the definition of Methods or functions that make many

(Cloaplerlyy off Maifanids and calls to other methods in the source code.

Functions

Refers to a high level of work and rework in the refactoring
activities of the source code by the developer.

It refers to the massive amount of source code written

in software, either in a class or in a method.

Refactoring Effort

Large Amount of Source
Code

The main difficulties faced by software developers. Fig-
ure 1 shows the categories and their relationships with the main dif-
ficulties faced by developers during the removal of co-occurrences.

Source Code

Difficulty in Understanding the
Functions

is associated with I Complexity of Methods and
—

-~

is associated with
Jo asned si

., is assaciated with ) I Large Amount of Source Code

Figure 1: Categories and relationships identified for devel-
opers’ difficulties

Looking at Figure 1, we can identify the categories and rela-
tionships associated with the main difficulties faced by developers
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during the removal of code smell co-occurrences. The association
between Difficulty in Understanding the Source Code and Complexity
of Methods or Functions is an aspect highlighted in our research,
and this is reinforced by:

P4:“One method doing the responsibilities of another method, makes it a little
tricky to understand what is going on.”

P8:“The co-occurrences that I am removing use several methods and functions
of other classes, and this affects the legibility of the class and the method,
decreasing the understanding of the code.”

P6:“They affect the initial understanding of how the code works, given the
excess of methods called in a class or method. ”

These observations suggests that co-occurrences of code smells
are usually associated with complex methods. We also identified a
relationship between Difficulty in Understanding the Source Code
and Refactoring Effort that can be highlighted through the following
statements made by the developers:

P4:“The biggest difficulty is to understand the code, because to remove the
anomalies it was necessary to study the logic of the code. In addition, I had
difficulty in identifying the anomaly location.”

P2:“Tt is more difficult to understand, because the co-occurrence increases
coupling”

Thus, we can observe that the difficulty of understanding the
code is a crucial factor for the co-occurrence removal. Our anal-
ysis suggests that the less the developer understands the source
code with co-occurrence, the more work the developer will have to
remove it.

Finding 7: One of the main difficulties for software develop-
ers is to understand the source code that contains co-occurrences,

The Refactoring Effort category relates to two other categories
which are: Complexity of Methods or Functions and Large Amount of
Source Code. An example of how Refactoring Effort is associated with
a Large Amount of Source Code, and the relationship between Refac-
toring Effort and Complexity of Methods or Functions are highlighted
as follows:

P11:“The co-occurrences made the code very large, and this made the code
[more] complex for future maintenance”

P11:“The co-occurrence is harmful because it calls various methods for other
functions, and thus requires more attention in its removal, as long as it does
not interfere with the functioning of the system.”

In this context, we can observe that complex methods and large
code are directly related to a greater refactoring effort during the
removal of code smells co-occurrences. Our analyzes suggest that
the presence of code smells co-occurrences can lead to a massive
increase in the source code, leaving the complex methods and con-
sequently increasing the developers’ refactoring effort [36]. We
also observed a relationship between a Large Amount of Source
Code and Complexity of Methods or Functions. We found that a large
amount of code can mean greater complexity of methods or func-
tions. Therefore, developers should pay attention to the source
code size that they produce, since this code with co-occurrences
can generate complex methods. This observation can be explained
from the following comment:

Martins et al.

P9:“The co-occurrences make the code large and disorganized, making classes
and methods more complex.”

Finding 8: The more complex and extensive the methods, the
greater refactoring effort required to remove co-occurrences.

Developers still do not feel safe to identify and remove
code smells co-occurrences. We observed that developers still
have insecurities concern the identification and removal of co-
occurrences of code smells. Some developers are not sure whether
they removed the co-occurrence completely or if they removed it
correctly. Such insecurities can be observed as follows:

P1:“T have difficulty removing the co-occurrence and checking if the solution
that I made was adequate and if it actually solves the smell.”

P6:“Sometimes it was difficult to identify where the anomaly was affecting.”

P8:T have difficulty analyzing what to do to refactor the anomaly, and decide
what is the refactoring operation in each situation.’

These observations suggest that the developer does not feel safe
to apply the refactoring operations and completely remove the
co-occurrence of code smell. In addition, sometimes the developer
does not know or is not sure whether the solution used for removal
was the best one at that time, and this can negatively affect the
quality of the software instead of improving it.

Implications of RQs. Our findings suggest that complex meth-
ods can hinder the developers’ understanding during the removal
of co-occurrences, suggesting a greater effort during the refactoring
activities. In fact, one of the characteristics of co-occurrences is to
make it difficult to understand the source code [34]. A large amount
of source code can generate complex methods and thus indicate
a greater refactoring effort. As such, we believe that developers
should adopt source code optimization as much as possible in their
daily practice. In addition, we can observe that developers still have
insecurities in the removal and identification of co-occurrences
of code smells. Despite our results on the developers’ perception
regarding the removal of co-occurrences of code smells, further
studies are still needed to understand the developer during the
removal of co-occurrences [7, 8, 16, 19].

5 THREATS TO VALIDITY

Internal validity. One of the threats is the small number of sys-
tems and code lines analyzed in our study. However, the systems
are closed-source, and we wanted to have a deeper understanding
of those systems. Another threat identified is that we analyzed
only classes in production and not other types of classes (e.g., test
classes) at the time of detecting co-occurrences and measuring qual-
ity. However, we consider that developers are more concerned with
classes with features linked to the system than the test classes.
Construct validity. We use JSpIRIT and JDeodorant tools to
detect code smells and their co-occurrences. Both tools have defined
detection strategies, and this can be a potential threat to validity, as
other tools with different approaches could identify different code
smells. However, we chose these tools because they are accurate
and well consolidated. Another threat to validity found is that the
participants are the subjective filling of the diary by the developers.
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However, to mitigate this threat, we explain in detail the goal of
each question in the diary during the training session.

External validity. The results found in our study are used for
systems implemented using the the Java programming language.
Another limitation is that some developers had little knowledge of
the diary technique, code smells, quality metrics and refactoring.
To mitigate this threat, we conduct training with all developers.

6 RELATED WORK

Refactoring code smells and internal quality attributes. Fer-
nandes et al. [11] conducted a quantitative study on the impact of
refactoring on internal quality attributes. The results found by the
authors pointed out that most refactorings have improved one or
more internal quality attributes. Chavez et al. [5] conducted a study
to investigate the impact of refactorings on the internal quality
attributes in 23 open-source projects implemented in Java. They
found that in 65% of the cases, the internal quality attributes im-
proved while whereas in the other 35%, these attributes remained
unchanged. However, these studies did not assess the impact of
removing co-occurrences for internal quality attributes or devel-
opers’ perceptions. In our study, we found that removing certain
co-occurrences can improve internal quality attributes and that
developers still have insecurities when removing co-occurrences.
Detection and analysis of co-occurrences of code smells.
Palomba et al. [29] conducted a large-scale empirical study to quan-
tify and analyze which code smells are most likely to co-occur
during the software development cycle. As a result, the authors
identified that 59% of the classes are measured by more than one
occurrence of code smells. Walter et al. [47] performed an empir-
ical analysis of collocated smells, which are interactions of code
smells co-occurrences in the same file, and involved a set of 92
systems from different domains detecting 14 different code smells
using 6 tools. As a result, the authors identified in all the domains
analyzed that there is a certain group of code smells that tend to
co-occur, such as: Brain Class, God Class, Dispersed Coupling and
Long Method. Walter et al. [47] and Palomba et al. [29] take into
account code smells co-occurrences. However, in both studies, an
analysis is made of which smells are more likely to co-occur and
do not investigate the impact of these anomalies on code quality.
Code smells co-occurrences and software quality. Yamashita
and Moonen [49] analyzed the impact of co-occurrences for the
maintainability of 4 medium-sized systems in Java. The authors
noted that co-occurrences negatively affect maintainability and
software maintenance activities. OQizumi et al. [28] carried out a
study to investigate whether code smells co-occurrences, which
the authors call agglomerations, which can mean software design
problems. The results found that co-occurrences of code smells can
cause problems in software design and are an effective approach to
locating these problems. Politowski et al. [34] conducted a study
with 133 participants and 372 comprehension activities involving
co-occurrences of two code smells: Blob and Spaghetti Code. The
study aimed to investigate the developers’ understanding of the
source code from the co-occurrences of these two anomalies. The
results found by the authors showed that the readability and un-
derstanding of the code worsened as the developers took longer to
finish their activities. The effort was greater to complete them.
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Martins et al. [24] investigated the impact of code smells co-
occurrences in the internal quality attributes in 3 Java closed-source
systems. The authors identified which are the co-occurrences to be
removed according to the developers’ perspective. As a result, it was
identified that God Class-Long Method and Disperse Coupling-Long
Method are the most frequent co-occurrences in the three systems
and also the most difficult co-occurrences to refactor in developers’
perspective. Besides, removing these smells harms the cohesion and
coupling attributes and suggests a significant decrease in the com-
plexity of the systems. All previous studies analyze the impact of
co-occurrences for some quality factor. However, none of the works
identifies the most harmful co-occurrences taking into account the
effort to remove these co-occurrences by the developers.

7 CONCLUSION AND FUTURE WORK

Our study considered 6 types of code smells and their co-occurrences
in 5 Java closed-source systems and 4 internal quality attributes
(cohesion, inheritance, coupling, and complexity). As the main goal
of our study: (i) we investigated the impact of removing these
smells co-occurrences for internal quality attributes and the most
harmful code smell co-occurrences in these systems; (ii) we also
identified the most harmful code smell co-occurrences from the
developer’s perspective; and (iii) we analyzed the main difficulties
and perceptions of developers during the removal of code smell
co-occurrences. Removing these co-occurrences of code smells took
3 months and happened at different times for each system. Were
made in the study a total of 420 refactoring commits, and 14 de-
velopers removed 82 co-occurrences. During the entire process of
removal co-occurrences via refactoring, we instruct developers to
document their perceptions using the diary technique.

Our main findings were: (i) the removal of Disperse Coupling-
God Class and God Class-Long Method has improved all internal
quality attributes; (ii) developers should pay attention to remove
and avoid the introduction of Dispersed Coupling—God Class, Fea-
ture Envy—God Class and God Class—Long Method co-occurrences
during the software development; (iii) one of the main difficul-
ties for developers is to understand the source code that contains
co-occurrences; and, (iv) the developers still have insecurities re-
garding the identification and refactoring of code smells and their
co-occurrences. The finding (iv) is interesting because removing
certain co-occurrences improved the software quality, and thus con-
firms the observation of prior studies on the removal of code smell
co-occurrences [13, 24, 50]. As future work, we intend to: (i) analyze
the co-occurrence in open-source systems; (ii) reproduce the study
with tools that detect other code smells; (iii) reproduce the study
with systems written in other programming languages; (iv) study
the co-occurrence phenomenon of code smells in android; and, (v)
use automatic refactoring to remove code smells co-occurrences.
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